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"STORED PROGRAM ACCQOUNTING AND CALCULATING EQUIPMENT™
(SPACE)

MANUAL OF OPERATION

The SPACE machine performs a task by following a series of "instructions. "
These "instructions" must first be determined in detail by the operator, key
punched into instruction cards, and then given to the machine. The machine will
accumulate all of the instructions for a problem into its memory before the actual
task is given to it.

When the task is given to the machine, it will process the data in just the way
that the operator has told (instructed, programmed) the machine to do.

The SPACE machine, in its basic form, has the ability to perform approximately
30 basic functions, such as "feed a card", "print a line", "add", "subtract", etc.
Any of these functions, or operations, in combination with information relative to
the location of data upon which the operation is to be performed, constitutes an
“instruction.

The amount of information contained in an instruction can vary, that is, when
a "Feed card" instruction is given, it is not required that any data locations be
specified, and if an "Add" instruction is given, then two data locations must be
specified. This gives rise to the concept known as "variable-length instructions. "

The SPACE machine must be instructed in its own language, which is simply
a kind of "shorthand" notion. The "operation" part of an instruction is coded by the
use of the 48 standard alphanumeric and special symbols, and the data locations
in memory are specified by a three-digit "address. "

The present operation code structure is mnemonic to as great an extent as
possible. The operations and their related "operation codes" are shown in the
following chart:
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SPACE OPERATION CODES

FEED

PRINT

FEED AND PRINT
PUNCH

FEED AND PUNCH
PRINT AND PUNCH
FEED, PRINT AND PUNCH
FEED RELEASE (OPT)
PUNCH RELEASE (OPT)
ADD

RESET ADD

SUBTRACT

RESET SUBTRACT
TRANSFER

TRANSFER AND ZERO SUPPRESS
TRANSFER DIGIT
TRANSFER ZONE

EDIT

COMPARE

NO OPERATION

JUMP (PROGRAM SKIP)
STOP

WORD MARK SET
WORD MARK CLEAR
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O "W o= W

ENKEZ g %o

CARRIAGE SKIP BEFORE
PRINT
CARRIAGE SKIP AFTER
PRINT
CARRIAGE SPACE BEFORE
PRINT
CARRIAGE SPACE AFTER
PRINT

FLOAT DOLLAR SIGN (OPT)
FILL ASTERISKS {OPT)
TEST CHARACTER

TEST COMPARISON

TEST TAPE CHANNEL
TEST SWITCH

TEST DIGIT

TEST ZONE

CLEAR

LOAD



STORAGE

Before describing the writing of instructions in detail, the storage, or memory,
arrangement of the SPACE machine will be described.

It has been determined that a memory capacity of 1400 alphanumeric charac-
ters provides sufficient power to match the functional ability of a standard 407, and
in fact surpass it for many applications.

Three areas of this memory are reserved for input and output data; 80 charac-
ter positions receive the 80 columns of card information from the 800 CPM card
reader, another 80 character positions are reserved for assembly of summary
punch data, and another 120 character positions are reserved for assembly of
printer information. |

Each of the 1400 character positions has a three-digit "address. " The first
thousand positions of the memory have the addresses 000-999. The addresses of
the remaining 400 positions of memory require the use of an alphebetic or special
character in the hundreds position of the address. This will be discussed later.

The coding of characters in memory requires the use of six information bits
and one "check" bit per character. Each of the bits has a value, or weight;

1-2-4-8-A-B-C

The first four bits are employed in the coding of the numeric portion of a
character, and the A and B bits are used to code the zone part of the character. The
"C" bit is the "check" bit. Each bit position is two-valued; that is, a "yes" or "no"
condition can be indicated for each of the bits.

To illustrate, the alphabetic character "S", coded in the card as a numeric
"2" and a "zero" zone would be coded in storage as follows:

& 2 4 8 A B C
No ¥Yes No No Yes No Yes

or simply as a 2-A-C. The "A" bit corresponds to a "zero" zone, the "B" bit cor-
responds to an "11" zone, and if both the "A" and "B" bits are "Yes" a "12" zone

is indicated. The value of the "C" bit is automatically chosen by the machine's
checking circuitry so that the total number of "Yes" conditions will 2lways be ODD.
As another illustration, the letter E (12-5) would be coded in storage as 1-4-A-B-C.



" -

It is possible to display the coded information (one character at a time) on
the console of the SPACE machine by a group of lights, a light being "ON" for each bit
which is "YES".

The "Character Code Display" illustrates the code. If any displayed charac-
ter contains a Word Mark, the "C" bit will be just opposite to the condition shown.

A numeric "zero" will be coded as an 2-8-C. It is then possible to place a
"zone-zero" over a "numeric-zero" in storage, to obtain the code combination
2-8-A. Since this is possible, addresses above the first thousand are indicated by
placing a "zone-zero" {(setting the A-bit to "YES") over the numeric part of the
hundreds digit of the address. Therefore the addresses of the eleventh one-hundred
positions of storage have the code 2-8-A in the hundreds position of the address.

This particular combination has, at present, no symbol. For the SPACE
machine, a new symbol is being provided for this code combination, the symbol
being a "plus" sign (4). With the present key punch equipment, this code is punched
in a card with an "S", with an "8" punch added in the same column.

It can be seen, then, that the 1400 character positions of memory have the
following addresses:

1st hundred positions 000-099
2nd hundred positions 100-199
3rd hundred positions 200-299
9th hundred positions 800-899
10th hundred positions 900-999
11th hundred positions #00-£99
12th hundred positions /00-/99
13th hundred positions S00-399
14th hundred positions T00-T99

As previously mentioned, the input-output devices are assigned fixed locations
in memory. The assignments are such that a correlation is achieved between
input-output columns and memory addresses.

The card input area is assigned to memory locations 001 through 080, inclusive,
corresponding to card columns 1-80.
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The Punch output area is assigned to memory locations 101 through 180
inclusive, corresponding to punch columns 1-80.

The Printer area is assigned to memory locations 201 through 320, inclusive,
corresponding to Print positions 1-120.

The remainder of storage may be used as desired, as working storage,
"constant" storage, accumulation of totals, or as instruction storage.

One of the most important characteristics of the SPACE machine is the
"variable-length" word storage. This means that storage is not divided into
increments larger than a single character and that fields of any size are easily handled,
and may be placed anywhere in storage. The location, or address, of any data word
or field in storage is given as the location of the units, or rightmost character of the
field.

When it is necessary to define the length of the data word (it will be seen later
that it is not always necessary to do so) the location of the high-order (or leftmost)
character is "marked". This "mark" is called a "word-mark" and is provided by
an eighth bit in the character code.

To illustrate, assume that a nine-digit total is stored in memory, in locations
087 through 095, inclusive. The address of the word is 095 (location of units posi-
tion) and position 087 will have the 8th, or word mark bit set to "YES".

The word marks are installed, where necessary, at the time the machine is
given its instructions, and provision is made for altering the word marks during
the execution of the program. More will be said later about word marks.

It should be kept in mind that data is normally operated upon in a right-to-
left direction, as is necessary when performing arithmetic operations.

Instructions, however, are read from storage in a left-to-right direction
(opposite to date), so that the address of an instruction will be the address of the
left-most character. This left-most character will always be the Operation code,
and will always contain a word mark {8th bit set to "YES"), which is automatically
set when instruction cards are loaded into the machine.



THE INSTRUCTION FORMAT

The most commonform of instruction consists of an Operation code, followed
by two three-digit addresses. A two-address instruction is required to move data
from one storage location to another, to perform the arithmetic operations of
addition and subtraction, to compare two fields (Group Control) and to perform the
editing function (to be described later).

Such an instruction would appear as:
# 072 423

This is an "Add" instruction, as indicated by the operation code "+", and
would cause the word whose units digit is in location 072 to be added algebraically
to the word whose units digit is in location 423. The result would appear in location
423. It is common to refer to this operation as:

A+ B = B

Because of this, the two addresses in the instruction are referred to as the
"A" and "B" addresses.

The one instruction causes the entire "A" word to add to the entire "B" word,
digit-by-digit. The detection of the word mark in the high-order position of the B
field will indicate the end of the operation and cause the machine to advance to the
next instruction.

Not all instructions are of the "two-address" form. Some instructions may
have only one address, and others have none at all.

There are three classes of instructions for the SPACE machine:
a) Machine control

b) Transfers, arithmetic, editing
c) Test, or "branching" instructions.



MACHINE CONTROL

This first class of instructions involves those operations which cause card
feeding, punching, printing, and carriage operation. These operations do not
require data addresses to be included in the instruction. Therefore, an instruc-
tion of this class usually consists of a single character which is the operation code.

Included in this class are the operations 1 through 7. We may, if we wish,
include the "NO OP" code (N} and the "Stop" code (.) in this class.

The carriage instructions are also included, but these require at least two
characters per instruction; one for the operation code, and another character which
specifies the "SKIP TO" channel or the number of line spaces to be taken.

After any of the instructions of this class have been executed, the machine will
go to the next instruction in location sequence. If, however, it is desired to "Jump"
to some other instruction, the address of that instruction may be written in the
"machine control" instruction immediately following the "operation code" character.

Note that in the case of a carriage control instruction, the digit specifying
the channel or number of line spaces is always the last character in the instruction.

TRANSFERS, ARITHMETIC, EDITING, AND COMPARE

The second class of instructions are the Transfers, Arithmetic, Editing, and
Compare instructions which always consist of an operation code plus two data
addresses. The operations in this class are the following:

(T) TRANSFER

(+) ADD

(-) SUBTRACT

(R) RESET ADD

(S) RESET SUBTRACT

A TRANSFER AND ZERO SUPPRESS
(C) FIELD COMPARE

(E) EDIT

(L) LOAD

(D) TRANSFER DIGIT

(X) TRANSFER ZONE
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All but the last two operations operate on complete words, word marks being
required in at least one of the data fields being operated on. The last two operations
are "single digit" operations, and no word marks are redquired in the data fields.

In order to understand this class of instructions clearly, the rules for word
marks must first be understood. They are as follows:

1)  Word marks are not transferred with data, except when the "LOAD"
instruction is used.

2) When transferring data from one location to another, only one of the
fields need have the defining word mark, since the "Transfer" instruction
implies that both fields are of the same length.

The same is true of the "Compare" instruction.

3) For an arithmetic operation, the "B" field must have a defining word
mark, and the "A" field must have a word mark only when it is shorter
than the "B" field.

4) The "LOAD" instruction is the same as "Transfer" except that it will
transfer the word mark of the A field to the B field, and will cause any
other word marks in the B field to be cleared.

5) Predetermined word marks that normally are expected to remain in
that location throughout the run are set into storage, where required,
during the loading operation (to be described later).

B) Two operation codes are provided to permit the setting and clearing
of word marks during program execution. These are:

Word mark set (,)
Word mark clear (1)

Any number of addresses may be written with either of these operation
codes, permitting any number of word marks to be set or cleared, with one instruc-
tion, at the specified addresses.
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Since the machine processes data in a "serial-by-digit" manner, the word
marks serve both to indicate the end of a word, and the end of the execution of an
instruction. When the machine calls a new instruction from memory, the detection
of the word mark of the next adjacent instruction indicates that the complete instruc-
tion has been read, causing the machine to go into an execution cycle.

BRANCHING

The third class of instructions are the "branching" instructions which cause
various tests to be made, and, as a result of the test, permits a choice to be made
as to which instruction will be executed next.

A test on a character in memory requires an eight-character instruction;
one for the operation code, three for the "conditional” (branching) instruction address,
three for the data address, and one to specify the particular character being tested
for. '

A test of a Console switch or Tape channel requires a five-character instruc-
tion; one for the operation code, three for the "conditional" instruction address,
and one to specify the Tape channel or Console switch is to be tested.

Since a "Compare" instruction does not include provision for branching, it
must be followed by a "Test Compare" instruction, which consists of the operation
code and a three-digit "conditional" instruction address.

The following Operation Code description explains each of the operations in
detail. The symbols (1), (A), (B) indicate three-digit addresses included in an
instruction. "d" indicates a single-digit character.

] FEED

1 (d) FEED AND STACKER SELECT

1 () FEED AND PROGRAM SKIP

1(I) (d) FEED, STACKER SELECT AND PROGRAM SKIP

This instruction causes the program to stop, activate the card feed, and then
resume with the next instruction in sequence after a new card has been read. The
card read on the previous cycle will enter the first (non-select) stacker.

If a three-digit Instruction address follows the operation code, the next instruc-
tion will be taken from that address, effecting a "Program Skip", after card reading
time.
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Pocket selection for the card read on the previous cycle is specified by including,
as the last character of the instruction, a digit specifying the selected pocket. A
digit "1" will cause the card to enter the first select pocket, and a digit "2" will cause
the card to enter the second select (or "merge") pocket.

2 PRINT
2 (1) PRINT AND PROGRAM SKIP

This instruction causes the program to stop, and the print area to be scanned
to the printer. The program will resume immediately after printing is complete,
with the next instruction in sequence unless the operation code is followed by an
address. In this case, the next instruction will be taken from that address so indicated.

3 PRINT AND FEED A

3 (d) PRINT, FEED AND STACKER SELECT

3 (1) PRINT AND PROGRAM SKIP

3 (D) (d) PRINT, FEED, STACKER SELECT AND PROGRAM SKIP

This instruction combines the operations of FEED (1) and PRINT (2). Since
the basic machine cannot simultaneously feed and print, the Printer is given priority
and operates first.

4 PUNCH

4 (d) PUNCH AND STACKER SELECT

4 (1) PUNCH AND PROGRAM SKIP

4 (I) (1) PUNCH, STACKER SELECT AND PROGRAM SKIP

This instruction is similar to FEED (1) but causes the Punch to operate, and
the Pynch area of memory to be scanned to the punch magnets. The program will
stop until after punch time. The next instruction will then be the next in sequence,
unless an address follows the operation code, in which case the next instruction will
be taken from the specified address.

Pocket selection for the card previously read at the Punch brush station is
effected by including a single character (d) as the last character of the instruction;
4" for the first select pocket, and "8" for the second select (or "merge") pocket.
If no digit (d) is included, then the card will enter the first (non-select) pocket.



5 FEED AND PUNCH

5 (d) FEED, PUNCH AND STACKER SELECT

5 () FEED, PUNCH AND PROGRAM SKIP

5(I) (d) FEED, PUNCH, STACKER SELECT AND PROGRAM SKIP

This instruction combines the FEED (1) and PUNCH (4) operations, and the
two processes will overlap.

In order to select Stack for both feeds, the (d) digit will be the sum of the
pocket numbers, that is, if the card from the Punch feed is to enter the merge
pocket and card from the Read feed is to enter the first select pocket, the (d) digit
is 9 (8 7‘ 1= 9).

If both cards are to enter the merge pocket, the (d) digit is punched "ZERO"
(8 # 2 =0).

PRINT AND PUNCH
d) PRINT, PUNCH AND STACKER SELECT
) PRINT, PUNCH AND PROGRAM SKIP
) (d) PRINT, PUNCH, STACKER SELECT AND PROGRAM SKIP

This instruction combines the functions of PRINT (2) and PUNCH (4). Since
these processes cannot overlap, the Printer takes priority.

7 PRINT, FEED, PUNCH

7 (d) PRINT, FEED, PUNCH, STACKER SELECT

7 (D) PRINT, FEED, PUNCH, PROGRAM SKIP

7 (I) (d) PRINT, FEED, PUNCH, STACKER SELECT, PROGRAM SKIP

This instruction combines the functions of FEED (1), PRINT (2), and PUNCH
(4).

Again, the Printer has priority and the Feed and Punch processes are over-
lapped.

B {(d) CARRIAGE SKIP TO (d) BEFORE PRINT
B (D) (d) CARRIAGE SKIP TO (d) BEFORE PRINT, AND PROGRAM SKIP

This instruction causes the carriage to start a skip to the channel specified
by the digit (d). If the carriage is in motion because of some previous instruction
to the carriage, the program will stop until the carriage comes to rest. At this
point, the new carriage action will be initiated, and the program will advance to
the next instruction in memory. If, however, an address is included in this instruc-
tion, the next instruction will be taken from the specified address.
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A (d) CARRIAGE SKIP TO (d) AFTER PRINT
A (D) (d) CARRIAGE SKIP TO {(d) AFTER PRINT, AND PROGRAM SKIP

This instruction will initiate a skip to {d) immediately after the next print
instruction has been given and executed. The program will not halt when this
instruction is given, but will proceed to the next in sequence, or will go to the
instruction located at address ( I) if included.

P (d) SPACE BEFORE PRINT
P (I) (d) SPACE BEFORE PRINT AND PROGRAM SKIP

This instruction causes the carriage to start spacing a number of lines
specified by the digit (d). A maximum of three line spaces are permitted.

In order to maintain the highest possible machine speed, this instruction
should be given as early in the "Compute" cycle as possible.

If the carriage is moving because of some previous instruction to the carriage,
the program will halt until the carriage stops, at which time the new carriage space
operation will be initiated, and the program will advance. If an address is inciuded
in the instruction, the next instruction will be taken from that address.

Q (d) CARRIAGE SPACE AFTER PRINT
@ (I) (d) CARRIAGE SPACE AFTER PRINT AND PROGRAM SKIP

This instruction will initiate a number of line spaces, specified by the (d)
character, immediately after the next "Print" instruction has been given and executed.
Since a single line space is automatically taken after each print cycle, the (d) charac-
ter need specify only 2 or 3 line spaces.

T (A) (B) TRANSFER
This instruction causes the data field at the (A) address to be stored at the
(B) address. Since both fields must be of the same length, only one of the fields

need have the defining word mark.

The word marks, themselves, are not affected by the transfer operation,
nor is the data at the (A) address.
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Upon the completion of this operation, the memory addressing registers con-
tain the addresses of the fields immediately to the left of the original fields, so
that, if the next instruction is one which instruects the machine to perform an operation
on these fields, then this next instruction need not specify these addresses. There-
fore, if a series of fields in, say, the card area are to be transferred to a series
of locations in working storage, and word marks are used in storage to define the
word lengths, the necessary instructions will appear as follows:

TO080H40TTTT ===

+ (A)(B) ADD

This instruction causes the numeric data at the A address to add algebraically
to the numeric data at the B address.

The B field requires a word mark, but the A field requires a word mark only
if it is shorter than the B field.

The sign of a field is carried as a "B" bit in the units position of that field.
The "B" bit is set to "NO" for a positive or zero amount, and set to "YES" for a
negative amount, the data always being in true form.

If the sign of the B field should happen to change as a result of the arithmetic
operation, the machine will take an automatic recomplementing cycle so as to store
the data in true form.

Upon the completion of this operation, the memory addressing registers con-
tain the addresses of the fields immediately to the left of the original fields, so
that it is possible to add a series of A fields to a series of B fields without carrying
addresses in successive instructions.

-(A) {B) SUBTRACT

This instruction is the same as the ADD (+4) instruction, except that the A
field is algebraically subtracted from the B field.

R (A) (B) RESET ADD

This instruction is similar to the ADD () instruction, except that the B field
is, in effect, set to zero before the A field data is added to it. This is not the same
as a "Transfer" (T) instruction.



S (A) (B) RESET SUBTRACT

This instruction is similar to the Reset Add (R) instruction, except the A
field is subtracted (algebraically) from the B field (all zeros).

Z.(A) (B) TRANSFER AND ZERO SUPPRESS

This instruction is similar to the "Transfer" (T) instruction except for one
important difference; upon completion of the operation, the B field will be found
to contain blanks, instead of zeros, to the left of the most significant digit.

E{A) (B) EDIT

This Instruction causes the numeric data at field (A) to be edited under control
of the EDIT CONTROL WORD in field B, generating the edited data in the B field.
Since this destroys the control word, it must be stored elsewhere in working storage
and transferred to the B address prior to the EDIT instruction.

As with TRANSFER (T), the A and B addresses of the EDIT instruction must
specify addresses of the low-order (rightmost) positions of the fields.

The EDIT CONTROL WORD is composed of certain symbols which control the
insertion of commas, decimal points, blanks, conditional minus and CR symbols,
and certain other characters.

The edit symbols are as shown below, and have the specified function:

i ZERO SUPPRESS

If a data word is to be zero suppressed, in conjunction with some other
editing function such as comma or blank insertion, etc., and/or if a
dollar sign is to be floated or asterisks are to fill left, then the edit
control word must contain this symbol in every position to be zero-
suppressed.

@ . CHARACTER POSITION

This symbol is written in the control word to define the character posi-
tions of the field, and will be replaced by characters of the data word.



& SIGN TEST

This symbol causes a test to be made for the sign of the data field, and is
normally written to the right of the "CR" or "-" symbol in the control word,
if these symbols are to be printed under the condition that the data field
is negative.

B MINUS SIGN
This symbol will cause a minus sign to be printed, unconditionally.

If placed to the left of the & symbol, a minus sign will print only if the data
word is negative. A blank will be inserted if the sign of the data word is
positive.

CR CREDIT SYMBOLS

These two symbols will cause "CR" to print, unconditionally.

If placed to the left of the "&" symbol, the "CR" will print only if the data
word is negative. Blanks will be inserted if the sign of the data word is
positive.

. (period) DECIMAL POINT

This symbol, in the edit control word, will cause zero suppression to turn
off, and .00 will print for zero balance fields.

, COMMA

This symbol will cause the printing of a comma only if the data word contains
a significant digit to the left of this position.

BLANK

A blank space in the control word will cause a blank space to appear in the
edited data. It does not eliminate any characters.

All other numeric, alphabetic and special characters, when appearing in an
edit control word, will be printed.

Several examples of editing appear on the next page.
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1)  DATA 00120305
CONTROL WORD HHE HE @@
EDITED DATA 1, 203. 05

2)  DATA 00020305
CONTROL WORD HHE . Q@
EDITED DATA 203. 05

3)  DATA 00123458
CONTROL WORD 1 @@ B CR & *
EDITED DATA 1234 56 CR* %

4)  DATA - 01238
CONTROL WORD # @-@@-5@
EDITED DATA 1-23-58

D(A) (B) TRANSFER DIGIT

This instruction causes the numeric portion (1-2-4-8 bits) of the single charac-
ter at the A address to be written at the B address. The zone information at both
addresses is not affected.

Since this is a "single-character" operation, no word marks are required.

X (A) (B) TRANSFER ZONE

This instruction is similar to "Transfer Digit" (D) except that the zone portion
(A-B bits) are transferred.

C (A) (B) COMPARE
This instruction causes the word at the A address to be compared with the
word at the B address. Since both fields must be of the same length, only one of the

fields need have the defining word mark.

The result of the test ("equal” or "unequal") is stored in the machine for later
use by a "Test Compare" (G) instruction, to be explained.
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F (INB) (d) TEST-CHARACTER

This instruction tests the contents of the B address for the presence of the
(d) character. If the character {d) is not contained at B, then the next instruction
to be executed will be the next adjacent instruction to the right in memory. If the
character (d) is contained at B, then the next instruction to be executed will be
that which is stored at the (I) address.

Therefore, this is a "JUMP ON '"YES'" instruction.
G (D) TEST COMPARE

This instruction will test the result of the last "Compare" instruction executed.
If the result was equal, the next instruction will be the next in sequence, and if
"unequal" the next instruction will be taken from the (I) address.

H (D (d) TEST-CARRIAGE TAPE CHANNEL

This instruction tests the carriage tape for the presence of a punch in the tape
channel specified by the digit (d). The basic machine only permits the testing for
channel 9 (d = 9) and channel 12 (d = &).

When a channel 9 (or channel 12) punch is sensed by the carriage brushes,
an indication of the fact is given to the machine, and this indication is retained until
'a punch in channel 1 is sensed.

When the channel test instruction is given, and if the machine indicates that
the particular channel has been reached, the next instruction will be taken from the
(I) address, otherwise the next in sequence.

W (1) (d) TEST-SWITCH

This instruction tests the setting of one of the switches, specified by the (d)
digit, on the console. '

The basic machine is provided with only one console switch, (#1) which serves
as an "END OF FILE" switch. This switch is sensed as being "ON", only when it is
turned to the "ON" position and the last card of a file, or deck, has passed the
second read station.

When sensed as being "ON", the next instruction will be taken from the (I)
address, otherwise the next in sequence.
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M (I) (B) (d) TEST-DIGIT

This instruction is the same as TEST-CHARACTER (F) except that the zone
portion (A-B bits) is ignored.

Y (D) (B) (d) TEST-ZONE

This instruction is the same as TEST-CHARACTER (F) except that the
numeric portion (1-2-4-8 bits) is ignored.

L (A) {(B) LOAD

This instruction is the same as TRANSFER (T) except that the length of the A
word must be defined by a word mark. The word mark of the A field is transferred
to the B field and all other word marks in the B field are cleared. This instruc-
tion is most commonly used to load instruction into memory.

J (1) JUMP (UNCONDITIONAL PROGRAM SKIP)

This instruction causes the next instruction to be taken from the (I) address,
rather than the next in sequence.

N NO OPERATION

This operation code may be substituted for the operation code of any instruc-
tion to make that instruction ineffective.

. STOP
. (1) STOP, PROGRAM SKIP

This instruction will cause the program to stop, and the "STOP-PROCESS"
light to turn on.

Depressing the "PROGRAM RESTART" key will cause the program to resume
cither from the next instruction in sequence, or from the (I) address, if included.

, (A) (A) (A)--- WORD MARK SET

This instruction may include any number of addresses, and will cause a word
mark to be set at each of the specified addresses without disturbing data.
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™ (A) (A) (A)--- WORD MARK CLEAR

Same as WORD MARK SET (,) except that word marks are cleared at the
specified addresses.

/ (D (B) CLEAR

This instruction is used to clear an area of storage (100 characters, maximum)
of data and word marks.

Tt will cause the clearing in all positions XXX down through X00. That is, if
the {(B) address is, say, 563, then all positions, 563 through 500 will be cleared. An
(I) address must be included, and the next instruction will be taken from that address.

8 FEED RELEASE (OPTIONAL)
8 (I) FEED RELEASE AND PROGRAM SKIP

This instruction permits the Card Feed clutch to engage at the next clutch time,
and allows the program to continue until actual card reading time. This is useful
when tabbing at an 800 CPM rate. It provides a calculate time of approximately 29
ms, which would otherwise only be about 9 ms.

9 PUNCH RELEASE (OPTIONAL)
9 (1) PUNCH RELEASE AND PROGRAM SKIP

This instruction causes the Punch clutch to engage at the next punch cycle,
and permits the program to continue until actual punching time. This is useful when
doing a 604-type operation at 250 CPM.

It permits a calculate time of about 50 milliseconds, which would otherwise
be about . 28 milliseconds.

$ (A) DOLLAR SIGN FLOAT (OPTIONAL)

In order to float a dollar sign, the data word must first be zero-suppressed
by a previous instruction. The DOLLAR SIGN FLOAT ($) instruction may then be
given, with the (A) address being the location of the units position of the word, or,
as is more usual, the location of the decimal point.

The effect of this operation is to place a dollar sign one position to the left
of the most significant digit in the word.
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*(A) ASTERISK FILL (OPTIONAL)

This instruction will cause asterisks to fill all blank positions to the left of
the most significant digit of a previously zero-suppressed word.

LOADING

The loading of the Instructions into the memory of the SPACE machine is
preceded by several steps;

1)  Formulation of the problem.

2) Storage assignment for constants and totals.
3) Preparation of "Flow chart".

4) Writing the detailed instructions.

5) Key-punching the instruction cards.

The instructions may be written in several degrees of detail. It is a simple
matter to determine instruction addresses for a short program, so that such a
program can be written in complete detail.

However, for larger programs, which involve a fair amount of branching
instructions and address modification, the program need not be written in complete
detail. Instead, it is possible to utilize a previously written "assembly program"
which treats the incomplete program as data, producing a new set of punched cards
constituting the "complete" program.

In any event, the "complete" program must then be loaded into storage. This
is done by placing the instruction cards in the feed and depressing the "LOAD" key
on the Reader. The data cards may be placed in the hopper, on top of the instruc-
tion cards.

When the "LOAD" key is depressed, the cards will feed until the first card
passes second reading, loading the input area with the data from the first card.

Normally, the instruction cards contain not only the instructions to be loaded,
but also, instructions as to where the instructions are to be stored, what constants.
are to be stored, and where, and also instructions as to where word marks are to
be placed.
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The use of a "standard" loading card is recommended, such a card is shown
in the accompanying illustration. It can be seen that the format of this card follows,
quite closely, the format of the "Program Chart", and requires one card per instruc-
tion.

This card is designed to facilitate the automatic assembly routines, and con-
tains enough Information to permit the printing of a final "Program Chart" by the
use of the SPACE machine, itself.

Columns 1-7 contain the LOAD instruction which loads the instruction contained
in columns 23-30 to a specified place in memory.

Columns 8-12 contain the next instruction to be executed, namely, Feed a
card, select this card into pocket #1, and execute the next instruction from address
001.

A deck of these cards must be preceded by a card which sets word marks in
the input area, punched as shown in the accompanying "Storage Layout Chart. "

The arrangement of the word mark addresses is such that the "Word mark
set" instruction will appear as a single instruction, that is, word marks are not set
into positions 008, 013, 023, 031, etc., until the instruction has been read from
the corresponding addresses. The repeated "001" address is simply a "filler" so
that everything works out all right.

Following the loading of instructions the word marks must be cleared with a
card punched in columns 1-7 as follows:

/ (I) 080

Where (I) is the address of the first instruction of the program, and is normally
a "Feed" instruction.

In any event, the first instruction must be located in working storage.

There are other ways of punching Load cards, permitting up to four instruc-
tions per card, but such methods are limited in flexibility.
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SPACE - OPERATION CODE SUMMARY

FEED

PRINT

FEED-PRINT

PUNCH

FEED-PUNCH
PRINT-PUNCH
FEED-PRINT-PUNCH
FEED RELEASE (OPT)
PUNCH RELEASE (OPT)

SKIP AFTER PRINT
SKIP BEFORE PRINT
SPACE BEFORE PRINT
SPACE AFTER PRINT

TRANSFER

TRANSFER DIGIT

TRANSFER ZONE
TRANSFER, ZERO SUPPRESS

DOLLAR SIGN FLOAT (OPT)
ASTERISK FILL (OPT)

+

t2 g

HKESEHQ" BXY N Z9mE0

ADD

SUBTRACT

RESET ADD
RESET SUBTRACT

COMPARE

EDIT

JUMP

NO OPERATION

CLEAR

WORD MARK SET
WORD MARK CLEAR
LOAD

TEST CHARACTER
TEST COMPARE
TEST CHANNEL
TEST SWITCH
TEST DIGIT

TEST ZONE
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